![](data:image/jpeg;base64,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)

CRACKING THE PLACEMENT TESTS

A WEEKLY GUIDE CONTAINING TOPICS, QUESTIONS AND TRICKS COMMONLY ENCOUNTERED IN PLACEMENT TESTS

July 17, 2020

CODING CLUB, IIT GUWAHATI

STRINGS

A data structure so extensively used that it is taught as a separate chapter in every CP reference book under the topic of String Manipulation.

Under this topic we will cover various subtopics namely

1. Basics of String
2. Knuth Morris Pratt algorithm
3. String Hashing
4. Trie data structure
5. stringstream
6. Rabin Karp for string Matching
7. Suffix array [OPTIONAL, but RECOMMENDED]
8. Z algorithm [OPTIONAL]
9. Manacher algorithm [OPTIONAL]

There are highly powerful data structures (e.g. Suffix Automaton) and advanced algorithms (Aho Corasick) but these aren’t relevant for the current scenario. I am excluding it, but the interested people may check it out.

BASICS

[String Class in C++](https://www.geeksforgeeks.org/stdstring-class-in-c/)

[Strings in C](https://www.geeksforgeeks.org/strings-in-c-2/)

[Storage for Strings in C](https://www.geeksforgeeks.org/storage-for-strings-in-c/)

[Array of Strings in C++ (3 Different Ways to Create)](https://www.geeksforgeeks.org/array-strings-c-3-different-ways-create/)

[C++ string class and its applications](https://www.geeksforgeeks.org/c-string-class-and-its-applications/)

[std::string::append vs std::string::push\_back() vs Operator += in C++](https://www.geeksforgeeks.org/stdstringappend-vs-stdstringpush_back-vs-operator-c/) [IMP]

[C program to find second most frequent character](https://www.geeksforgeeks.org/c-program-find-second-frequent-character/)

[C Program to Sort an array of names or strings](https://www.geeksforgeeks.org/c-program-sort-array-names-strings/)

[C++ Program to remove spaces from a string](https://www.geeksforgeeks.org/c-program-remove-spaces-string/)

[C++ program to concatenate a string given number of times](https://www.geeksforgeeks.org/c-program-concatenate-string-given-number-times/)

[Comparing two strings in C++](https://www.geeksforgeeks.org/comparing-two-strings-cpp/)

[Convert string to char array in C++](https://www.geeksforgeeks.org/convert-string-char-array-cpp/)

[Extract all integers from string in C++](https://www.geeksforgeeks.org/extract-integers-string-c/)

Searching for a pattern in a text

Using find()

1. int func(string str, string pattern){
2. int ctr=0;
3. size\_t found = str.find(pattern);
4. if (found != string::npos){
5. ctr++;
6. label:
7. found = str.find(pattern, found+1);
8. if (found != string::npos){
9. ctr++;
10. goto label;
11. }
12. }
13. return ctr;
14. }

 Using naïve pattern matching

<https://www.geeksforgeeks.org/naive-algorithm-for-pattern-searching/>

Worst Case Time complexity is quadratic O(n\*m)

Reducing the time complexity to linear using KMP

1. CLRS [very detailed explanation given]

* Using DFA [CLRS]: 995-1002
* KMP algorithm [CLRS]: 1002-1006

1. cp-algorithms

<https://cp-algorithms.com/string/prefix-function.html>

IMPLEMENTATION as provided by Steven Halim in CP3

1. #include <cstdio>
2. #include <cstring>
3. #include <time.h>
4. using namespace std;
6. #define MAX\_N 100010
8. char T[MAX\_N], P[MAX\_N]; // T = text, P = pattern
9. int b[MAX\_N], n, m; // b = back table, n = length of T, m = length of P
11. void naiveMatching() {
12. for (int i = 0; i < n; i++) { // try all potential starting indices
13. bool found = true;
14. for (int j = 0; j < m && found; j++) // use boolean flag `found'
15. if (i + j >= n || P[j] != T[i + j]) // if mismatch found
16. found = false; // abort this, shift starting index i by +1
17. if (found) // if P[0 .. m - 1] == T[i .. i + m - 1]
18. printf("P is found at index %d in T\n", i);
19. } }
21. void kmpPreprocess() { // call this before calling kmpSearch()
22. int i = 0, j = -1; b[0] = -1; // starting values
23. while (i < m) { // pre-process the pattern string P
24. while (j >= 0 && P[i] != P[j]) j = b[j]; // if different, reset j using b
25. i++; j++; // if same, advance both pointers
26. b[i] = j; // observe i = 8, 9, 10, 11, 12 with j = 0, 1, 2, 3, 4
27. } } // in the example of P = "SEVENTY SEVEN" above
29. void kmpSearch() { // this is similar as kmpPreprocess(), but on string T
30. int i = 0, j = 0; // starting values
31. while (i < n) { // search through string T
32. while (j >= 0 && T[i] != P[j]) j = b[j]; // if different, reset j using b
33. i++; j++; // if same, advance both pointers
34. if (j == m) { // a match found when j == m
35. printf("P is found at index %d in T\n", i - j);
36. j = b[j]; // prepare j for the next possible match
37. } } }
39. int main() {
40. strcpy(T, "I DO NOT LIKE SEVENTY SEV BUT SEVENTY SEVENTY SEVEN");
41. strcpy(P, "SEVENTY SEVEN");
42. n = (int)strlen(T);
43. m = (int)strlen(P);
45. //if the end of line character is read too, uncomment the line below
46. //T[n-1] = 0; n--; P[m-1] = 0; m--;
48. printf("T = '%s'\n", T);
49. printf("P = '%s'\n", P);
50. printf("\n");
52. clock\_t t0 = clock();
53. printf("Naive Matching\n");
54. naiveMatching();
55. clock\_t t1 = clock();
56. printf("Runtime = %.10lf s\n\n", (t1 - t0) / (double) CLOCKS\_PER\_SEC);
58. printf("KMP\n");
59. kmpPreprocess();
60. kmpSearch();
61. clock\_t t2 = clock();
62. printf("Runtime = %.10lf s\n\n", (t2 - t1) / (double) CLOCKS\_PER\_SEC);
64. printf("String Library\n");
65. char \*pos = strstr(T, P);
66. while (pos != NULL) {
67. printf("P is found at index %d in T\n", pos - T);
68. pos = strstr(pos + 1, P);
69. }
70. clock\_t t3 = clock();
71. printf("Runtime = %.10lf s\n\n", (t3 - t2) / (double) CLOCKS\_PER\_SEC);
73. return 0;
74. }

STRING HASHING

Comparing two 64-bit integers takes O(1) time whereas comparing two strings takes O(number\_of\_characters) time. What if we can make a number as a representative of the current string. Then all we have to do is compare two numbers which takes O(1) time. This is the key idea behind String Hashing.

There are different hash functions available. But here we will learn **polynomial rolling hash function.**

<https://cp-algorithms.com/string/string-hashing.html>

NOTE: Since the number of strings is infinite but the number of 32-bit or 64-bit integers is limited, two different strings can map to the same number. To avoid such instances,

1. use a random prime number apart from the common ones (1000000007 and 998244353) for hashing which will reduce the chances that the test cases that your code will be judged on contain a test case which contains a hash collision.
2. use pair hash (i.e. compute two different hashes for the strings and perform some algebraic operation(e.g xor) on the two hashes to get the final hash)
3. const int p1 = 31;
4. const int mod1 = 1e9 + 9;
6. long long compute\_hash(string const& s) {
7. long long hash\_value = 0;
8. long long p\_pow = 1;
9. for (char c : s) {
10. hash\_value = (hash\_value + (c - 'a' + 1) \* p\_pow) % mod1;
11. p\_pow = (p\_pow \* p1) % mod1;
12. }
13. return hash\_value;
14. }
16. const int p2 = 137;
17. const int mod2 = 1e9 + 7;
19. long long compute\_hash2(string const& s) {
20. long long hash\_value = 0;
21. long long p\_pow = 1;
22. for (char c : s) {
23. hash\_value = (hash\_value + (c - 'a' + 1) \* p\_pow) % mod2;
24. p\_pow = (p\_pow \* p2) % mod2;
25. }
26. return hash\_value;
27. }
29. struct pair\_hash
30. {
31. template <class T1, class T2>
32. std::size\_t operator () (std::pair<T1, T2> const &pair) const
33. {
34. std::size\_t h1 = std::hash<T1>()(pair.first);
35. std::size\_t h2 = std::hash<T2>()(pair.second);
37. return h1 ^ h2;
38. }
39. };

NOTE: The prime number chosen for hashing should always be greater than the size of alphabet for the string.

SEARCHING FOR WORDS INSIDE A DICTIONARY

For efficient searching of words inside a dictionary, we use a trie.

This blog beautifully explains the benefits of a trie over a set of strings.

<https://www.topcoder.com/community/competitive-programming/tutorials/using-tries/>

Problem demonstrating the advantages and speed of a trie over set of strings:

<https://cses.fi/problemset/task/1731>

This can be solved using hashing too but the difference in running times will itself demonstrate the usefulness of a trie. Try it out.

I am attaching an AC code of the above problem for reference.

1. #include <bits/stdc++.h>
2. using namespace std;
3. #define M1 1000000007
4. #define ll long long
5. #define REP(i,a,b) for(ll i=a;i<b;i++)
6. #define REPI(i,a,b) for(ll i=b-1;i>=a;i--)
7. #define F first
8. #define S second
9. #define MP make\_pair
10. #define V(a) vector<a>
12. struct trie
13. {
14. map<char,struct trie \*> mp;
15. };
17. static const ll N=1000005;
18. static string s,t;
19. static ll n,dp[N],pt=1;
20. static struct trie v[N],\*x;
22. int main()
23. {
24. ios::sync\_with\_stdio(0);
25. cin.tie(0);
26. cout.tie(0);
28. cin>>s>>n;
29. REP(i,0,n)
30. {
31. cin>>t;
32. x=&v[0];
33. REPI(j,0,t.size())
34. {
35. if(!x->mp.count(t[j]))
36. {
37. x->mp.insert(MP(t[j],&v[pt]));
38. pt++;
39. }
40. x=x->mp[t[j]];
41. }
42. x->mp.insert(MP('$',&v[0]));
43. }
44. dp[0]=1;
45. REP(i,1,s.size()+1)
46. {
47. dp[i]=0;
48. x=&v[0];
49. REPI(j,0,i)
50. {
51. if(!x->mp.count(s[j]))
52. {
53. break;
54. }
55. x=x->mp[s[j]];
56. if(x->mp.count('$'))
57. {
58. dp[i]+=dp[j];
59. dp[i]%=M1;
60. }
61. }
62. }
63. cout<<dp[s.size()];
65. return 0;
66. }

 STRINGSTREAM

<https://www.geeksforgeeks.org/stringstream-c-applications/>

important concept

makes code very short in problems where it is used

will come across some problems where it can be used while doing string questions on interviewbit.

RABIN KARP FOR STRING MATCHING

<https://cp-algorithms.com/string/rabin-karp.html>

A linear time string matching algorithm based on string hashing.

SUFFIX ARRAY [OPTIONAL, but RECOMMENDED]

<https://codeforces.com/edu/course/2/lesson/2>

best tutorial on the topic. Taught by Pavel Mavrin (pashka)

<https://cp-algorithms.com/string/suffix-array.html>

Z ALGORITHM [OPTIONAL]

<https://cp-algorithms.com/string/z-function.html>

MANACHER ALGORITHM [OPTIONAL]

<https://cp-algorithms.com/string/manacher.html>

PROBLEMS

<https://www.interviewbit.com/courses/programming/topics/strings/> [MUST]

<https://www.geeksforgeeks.org/string-data-structure/>

<https://leetcode.com/tag/string/>

NOTE: finding problems on specific topics is advised. Since there are thousands of problems on strings, it will be beneficial to practice problems topic wise. It can be easily googled.

cses.fi

[Word Combinations](https://cses.fi/problemset/task/1731)

[String Matching](https://cses.fi/problemset/task/1753)

[Finding Borders](https://cses.fi/problemset/task/1732)

[Finding Periods](https://cses.fi/problemset/task/1733)

[Minimal Rotation](https://cses.fi/problemset/task/1110)

[Longest Palindrome](https://cses.fi/problemset/task/1111)